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Abstract 
This paper seeks to address a problem ubiquitous in many software development environments 
today, namely, building software from requirements that are incomplete and not fully understood, 
thereby creating products that are either faulty or ultimately not being used at all. This gap that 
exists between software engineers and clients is highlighted in this paper and suggestions on how 
to overcome the identified gap are presented. The proposed methodology is to introduce develop-
ers into the client’s environment, which can be more time consuming and more resource intensive 
than traditional knowledge elicitation methods, but has the potential to satisfy more of a user’s 
needs in the long run. It also does not seek to replace any of the existing elicitation methods; 
rather it is complementary to knowledge elicitation techniques currently used by software engi-
neers as well as to enhance current understanding of such processes.  

Keywords: Software Engineering, Requirements/Specification, Elicitation methods, Rapid proto-
typing, Human factors, Software Psychology, Domain knowledge, Domain expert, Tacit knowl-
edge. 

Introduction 
‘Tacit knowledge,’ according to (Blandford & Rugg, 2002) is, ‘knowledge which is not ac-
cessible to introspection via any elicitation technique.’ 

The reason for not being able to gain easy access to this deep level of knowledge is because it is 
what we humans call ‘experience’, something which we gain through time and exposure to dif-
ferent environments and situations. It is precisely the experience factor that creates experts in cer-
tain fields around specific subjects or subject matter. For example, a mathematician is an expert 
on how to solve mathematical problems by applying mathematical formulas and reasoning to a 
given problem. A medical doctor is an expert in the field of medicine and human diseases, so 
when a patient displays signs of a particular illness a doctor would sometimes perform tests to 

reach a plausible diagnosis, in order to 
treat the patient correctly. 

Both of the examples mentioned have a 
certain amount of tacit knowledge in-
cluded in them, and it is this tacit knowl-
edge that is hard to convey successfully 
from an expert to a non-expert. Hudlicka 
(1996) states ‘In other words, neither 
experts nor the intended system users 
are always able to state their knowledge 
and system requirements succinctly in 
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response to direct questions.’ If a software engineer does not grasp the domain and the intricacies 
of the said domain correctly, he or she could end up developing software that is not useful to the 
client at all, i.e. resulting in the user uttering the well-known phrase ‘this isn’t what we asked for’ 
(Hudlicka, 1996).  

We begin the paper by briefly revisiting the work of Fred Brooks (1987), arguing that the same 
problems touched on above are still in force two decades later. A brief introduction to three re-
quirements elicitation techniques, namely, certain parts of the Unified Modelling Language 
(UML), Joint Application Development (JAD) and Rapid Application Development (RAD) are 
presented and possible disadvantages are given. Through the use of a small case study we illus-
trate, using UML and JAD, how tacit knowledge remains hidden for a software developer who is 
not necessarily an expert of the underlying domain. Thereafter we propose a simple set-theoretic 
notation to reason about the problem of different knowledge domains of developers and users. An 
enhancement to JAD and a lightweight formalisation of an algorithm to enhance the elicitation of 
tacit knowledge is presented, followed by further mechanisms to elicit such tacit knowledge. We 
conclude with an analysis and some pointers for future work in this area.  

The Problem Domain 
In his classic text No Silver Bullet, Essence and Accidents of Software Engineering, Brooks 
(1987) wrote the following: ‘There is no single development, in either technology or in manage-
ment technique, that by itself promises even one order of magnitude improvement in productivity, 
in reliability, in simplicity.’ Brooks identified a number of problems that were being experienced 
by software development companies and organisations worldwide. These problems include late 
software, cost overruns, insufficient requirements and documentation and resource constraints. 

Although the work by Brooks is dated and has been disagreed with (Cox, 1990, 1995), the situa-
tion had not improved eight years later as reported on in the Standish Group’s Chaos report 
(1995). They researched successes and failures of projects in the United States (US) and came up 
with the following statistics: Overall, only 16.2% of all projects investigated were completed on-
time and on-budget with all requirements as originally specified, implemented. Projects eventu-
ally completed but over-budget, over the time estimate and with fewer functionality as originally 
specified make up 52.7%, while 31.1% of all the projects were cancelled at some point during the 
development cycle. Executive managers who took part in this survey give three major reasons for 
project failure: lack of user involvement (12.8% of respondents), incomplete requirements and 
specifications (12.3%) and changing requirements and specifications (11.8%). All these reasons 
concern the user and his or her incomplete or changing requirements. It is anticipated that a lack 
of clear articulation of tacit knowledge from the user’s part is much to blame for project failure. A 
study recently done by a private South-African company (BMC Software, 2004) confirms an 
equally bleak picture and blames much of project failure on poor communication between devel-
opers and users.  

Role Players in Industry 
In a typical industrial software development environment one often finds the following job titles 
responsible for developing software and business cases for either internal or external clients: 

Systems Architect – responsible for constructing an overall solution, inspecting hardware and 
software requirements; 

Systems Analyst – analyses both any existing and proposed system to ensure that the proposed 
system will be able to fulfil the requirements as set out by the client; 



 Friedrich & van der Poll 

 181 

Business Analyst – responsible to investigate how the system and the client’s business need to 
integrate. The analyst needs to understand the environment and the business of the client before 
a proposed solution that would enhance the client’s operational activities can be constructed; 

Software Developer / Programmer – person(s) responsible for the actual coding and develop-
ment of the system. In this paper this group of people are referred to simply as ‘developers’; 

Software Tester – person(s) responsible to test the system functions as per the set out require-
ments and documentation; 

Project Manager – responsible for the project as a whole and has to ensure that the resources 
are used in the best possible manner; also draws up a project plan with guidelines and dead-
lines. 

In some software development organizations there is a one-to-one mapping between an individual 
and the above roles since each role has some form of specialisation attached to it, but in many 
other environments a particular individual can fulfil more than one such role. For example, the 
software developer would in some cases also be the systems analyst and even the architect, all 
depending on budgetary constraints and the availability of qualified staff.  

Requirements Elicitation Techniques 
A number of requirements elicitation techniques have been developed to extract requirements 
from a user. Some of these are rapid prototyping (Friedrich, 2005; Gordon & Bieman, 1995), 
Joint Application Development (JAD) (Hughes & Cotterell, 2006; Wood & Silver, 1995), Story-
boarding (Snyder, 2001), Rapid Application Development (RAD) (Hughes & Cotterell, 2006; 
Pressman, 2005) and some parts of UML (Ambler, 2004; Jalloul, 2004). In this paper we will 
briefly focus on the use of JAD, RAD and UML and propose incremental enhancements to the 
elicitation mechanisms of some of these techniques. 

JAD Workshops 
JAD is a method where a software development team and clients of the proposed system all come 
together in a workshop environment (preferably a single room called a ‘clean room’) to brain-
storm and discuss different solutions to the new system (Wood & Silver, 1995). JAD workshops 
are not only used to create ideas for new systems beforehand, but also to aid the software devel-
opment team to raise issues and concerns at later stages while the project is already progressing, 
attempting to adhere to the client’s requirements and expectations as was set out initially. The 
very power of a JAD session lies in the fact that it is highly interactive and that the users are in-

volved right from the start as well as throughout 
the duration of the entire project. This aims to 
address the concern raised by executives in the 
Chaos Report, namely, that users are not actively 
involved during project development. Involving 
users in an interactive mode throughout a project 
may very well increase the probability of it being 
a success. Figure 1 shows a picture of a typical 
clean room during a JAD workshop.  

There are some disadvantages in using JAD ses-
sions: 

Owing to the highly interactive mode of JAD and 
complicated group dynamics one or more indi-

 

Figure 1: Example of a JAD workshop 
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viduals may force their own viewpoints onto other members, resulting in optimal decisions not 
being reached. 

If there are too many JAD sessions while the project is progressing then users may develop a feel-
ing that the developers are shifting their work and responsibility onto the users. This may lead to 
resentment and user withdrawal, having a reverse effect of what JAD is trying to achieve.  

These disadvantages may lead to users not being very alert to opportunities during a JAD work-
shop where tacit domain knowledge needs to be introduced to the developers. 

UML: Use Case Models 
Arguably the Use Case Model (UCM) is the most useful part of UML (Booch, Jacobson & Rum-
baugh, 1999; Jalloul, 2004) for eliciting requirements from a client. A UCM is constructed by 
identifying actors (i.e. role players in the client’s world), thereafter identifying a set of use cases, 
via scenario construction (Bahrami, 1999) for each actor and finally relating the actors and use 
cases together with elements from a communicate relation (Jalloul, 2004). A UCM is, therefore, 
drawn to aid software development teams in understanding the dynamics in which the system will 
be used and what the client’s expectation of the system is. The UCMs also give the team some 
up-front and visual clarity as to what they need to build. Scenarios are usually easy to create and 
should a scenario not fit into the larger project scheme it can simply be removed. 

The use of UCMs agrees with an important design principle by Norman (1998): 

‘In each state of the system, the user must readily see and be able to do the allowable actions. 
The visibility acts as a suggestion, reminding the user of possibilities and inviting the explo-
ration of new ideas and methods.’ 

Figure 2 is an example of a UCM involving a single actor and three use cases:  

 

Figure 2: A Simple UCM 

The use of a UCM is less interactive than a JAD workshop discussed above and may, therefore, 
also fail to elicit the necessary tacit knowledge from users. Note, however, that such failure in 
essence stems from a reverse of the criticism given of JAD workshops.  

Prototyping Using RAD 
Some software development teams use RAD, a technique that enables fast user interface screen 
design but without any underlying functionality. In essence RAD tools help create screens while 
the developers and client discuss various fields and buttons that are needed. Like UCMs, RAD 

Log in

Create Account / Edit Account 

Log out
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adds visual clarity to scenarios and dialogue structures. An example of a screen developed by a 
RAD tool is given in Figure 3. 

 

Figure 3: Example of a screen developed with a RAD tool 

Upon seeing the actual screen layout and content the client starts to gain a deeper understanding 
of the high-level mechanics of the proposed system and can, therefore, make constructive sugges-
tions and changes to the requirements. There is, however, a possible danger in taking a user 
through a RAD exercise: Since the screens have no underlying functionality yet, developers tend 
to spend much time making them visually attractive using well-established human-computer in-
teraction (HCI) layouts of fields and colours for headings, etc. This tends to distract the user from 
the real task at hand, namely, to evaluate the functional usability of each screen. This may result 
in distracting the client from coming up with important tacit knowledge much needed by the de-
veloper.  

In the next section we develop a small case study and show how the absence of tacit knowledge 
results in a system less useful than would otherwise have been the case. 

A Case Study 
Suppose a client contracts with a software development company to develop a program for a new 
vehicle insurance product. The program has to perform calculations depending on an option a 
user selects for his or her insurance needs. If the user selects a value added product then the pre-
mium on his/her vehicle would be calculated differently than would have been the case if the 
product had not been opted for. 

Suppose the development team takes the following decisions: 

Every step in the software development life cycle (SDLC) is to be fully documented so that every 
decision taken could be justified throughout. Such documentation would aid developers as well as 
software testers afterwards. 

UML in conjunction with various JAD workshops are to be used. It is expected that the JAD ses-
sions would facilitate their understanding of specific requirements for the system as well as the 
design of a flexible solution. 

During a JAD workshop the development team raised direct questions, trying to clarify specific 
requirements. 
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Beginning of JAD session: 
Developer #1: What are the options available to a user? 
Client: Users may select either full comprehensive cover or limited cover.  
Developer #1: Could you explain these two options? 
Client: Yes. Full comprehensive cover is calculated by taking the full amount requested 
for cover, followed by multiplying that amount by 0.03 and then dividing it by 12 to get a 
monthly premium. E.g. (R250 000 * 0.03) / 12 = R625 per month. 
Limited cover is calculated by taking the full amount requested for cover and multiplying 
that amount by 0.01 and then dividing it by 12 to get a monthly premium. E.g. (R250 000 
* 0.02) / 12 = R416.67 per month. 
Developer #2: Must there be security build into the system? 
Client: Yes, only authorised call centre agents must be allowed to login in and give valid 
quotes to a client. 
Developer #3: Should every quote you give be kept for the sake of future queries? 
Client: Yes, we need to be able to retrieve the quote even after 3 months, should the cli-
ent decide to take up the policy. 
Developer #3: How do you currently keep track of quotes? 
Client: We use a reference number; we take the caller’s id number as the reference num-
ber. 

End of JAD session 

After the JAD session the developers created the UCM in Figure 4: 

 

Figure 4: UCM of vehicle insurance 

   Log in

Enter caller’s id 
number 

Explain options to caller 

Select either full or limited cover 

Give quote to caller 

Save quote

Log out
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Thereafter the development team drew up a functional specification, viz: 

A log-in screen for the call centre agent to have access to the system is to be displayed. 

Agent’s log-in id is to be checked against the system to ensure only authorised access. 

If agent fails 5 times to login in, lock the agent out completely. 

If agent is locked out, agent needs to call the administrator to unlock his/her user id. 

System will not use passwords, only login security codes which agents are not allowed to 
share. 

Login security screen will only display stars (*) when an agent enters a security code. 

A field for entering the caller’s identity number is to be displayed. 

Identity number verification and control need to be built in to ensure data integrity should 
the quote become a valid policy. 

An option, preferably radio buttons, to select either full or limited cover must be avail-
able. 

The system must have an option to save quotes. 

If an agent makes a mistake, the agent must have the option to correct the mistake before 
saving the quote. 

The call centre agent must be able to log out in order to prevent unauthorised access to 
the system. 

During the next phase of the project, developers designed the system, incorporating all the re-
quirements of the system elicited during the JAD sessions and UML use cases. Following the de-
sign phase was the implementation phase in which the physical programming was done. The last 
phase was testing, and the new system was thoroughly tested against the system’s specification 
and documentation. The system was then ready to be installed in the client’s business environ-
ment. Training was given to all call centre agents on the use of the new system and the system’s 
functionality was clearly explained to all stakeholders. The developers also developed documen-
tation and gave a copy to each agent. 

Following one week after delivery of the system, the client comes back to the developers and 
claims that the system is not functioning correctly, because it does not cater for an out of the or-
dinary scenario needed by the insurance company. The scenario involves the insurance company 
giving more competitive quotes to their customers to not lose them as clients. Somewhat sur-
prised the developers refer back to the documentation of the system and establish that it is not a 
system functionality problem, since the system was never required to do the out of the ordinary 
scenario. The client responds by saying that it is normal and common practice in their business 
environment (i.e. vehicle insurance) to have such an option. In fact, it is considered to be such an 
obvious facility that our client did not even mention it.  

Neither the UCMs nor the JAD sessions revealed this tacit, common-practice, domain knowledge. 
This is just a small example of tacit knowledge not being uncovered, because the: 

client never thought of mentioning the (obvious) scenario, 

developers did not ask the right questions, 

developers did not know about the common practice and did not incorporate it into the 
specification of the system, 
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client did not point out the problem in the system and made certain assumptions about 
what the developers ought to know (maybe because of inexperience with such systems, 
e.g. being a first-time client). 

The client (i.e. the insurance company), therefore, wanted the system to be able to also cater for a 
query coming from a client of the insurance company who already has been doing business with 
the company for at least 3 years. In such a case the formula should be augmented to calculate a 
much lower quote be it for full or limited cover as follows: 

If the client of the insurance company is on full cover and requests a quote the final 
amount should only be 50% of the quoted amount. In this case full comprehensive cover 
is calculated by taking the full amount requested for cover and multiplying that amount 
by 0.03 and then dividing it by 12 to get a monthly premium. E.g. (R250 000 * 0.03) / 12 
= R625 per month. If the client has been insured by the company for at least 3 years, then 
the final premium is R625*50% = R312.50. 

If the client of the insurance company is on limited cover and requests a quote the final 
amount should only be 60% of the quoted amount. In this case limited cover is calculated 
by taking the full amount requested for cover and multiplying that amount by 0.01 and 
then dividing it by 12 to get a monthly premium. E.g. (R250 000 * 0.02) / 12 = R416.67 
per month. If the client has been insured by the company for at least 3 years, then the fi-
nal premium is R416.67*60% = R250.00. 

Note that in both cases an additional, simple calculation had to be performed on the premium cal-
culated, rather similar to adding VAT (value-added tax) to the basic price of an item.  

Our case study is a rather simple illustration of how clients and software developers after having 
used techniques such as UML and JAD, still run the risk of ending up with a system not fulfilling 
the clients’ expectations, i.e. not correctly simulating the business environment for which it was 
designed. Integrated and standard business practices do not always come to light, despite using 
established elicitation techniques. Furthermore, the various role players mentioned under the 
heading ‘Role Players in Industry’ above, tend to make assumptions and create their own view of 
the environment as the project progresses. In fact, Dix, Finlay, Abowd and Beale (1998) highlight 
this problem as follows: 

‘Other errors result from incorrect understanding, or model, of a situation or system. People 
build their own theories to understand the causal behaviour of systems.’  

In the next section we introduce mechanisms aimed at addressing some of the problems men-
tioned above. 

Towards The Elicitation of Common Domain Knowledge 
Although JAD workshops and some parts of UML do aid in eliciting some domain knowledge, 
they often do not elicit tacit or hidden domain knowledge effectively. When discussions and 
brainstorming take place in JAD workshops, these different domains of all involved come to-
gether and are not only enlarged by information from other members’ knowledge and experi-
ences, but also contribute to the overall understanding of the environment as a whole in which the 
new or enhanced system will be functioning. 

Suppose we have two people in the development team (D1and D2) and one client. Initially, then, 
the situation is often as depicted in Figure 5. 
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Figure 5: Separate knowledge domains of developers vs. user 

The domains of developers would normally overlap to some extent and it is possible that both 
these may also overlap with the knowledge domain of the client. In general, therefore, one would 
indicate a three-way intersection, but to illustrate the point, namely, that the domains of develop-
ers and those of clients very often have little in common, we prefer to draw these with an initial 
empty intersection 

During, for example, a JAD workshop each domain is augmented with knowledge from other 
domains, i.e. they increasingly overlap with one another and cross-pollination takes place, facili-
tating a common understanding of the environment for the new system. Figure 6 illustrates this 
effect. 
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D – Common Domain Knowledge

Client/user

Developer D1 Developer D2

A

B C

D

Legend
A – Client Domain,

i.e. Tacit User Knowledge
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C – Domain Developer D2
D – Common Domain Knowledge

 
Figure 6: Non-empty intersection of knowledge domains of team members 

Figure 6 displays a non-empty intersection of domains of all team members and it is through this 
intersection that a common understanding is formed among the various team members as a JAD 
workshop progresses. This common domain can grow in size through brainstorming and the use 
of a RAD tool to elicit the client’s requirements via visualisation. Although JAD workshops can 
increase such common understanding among all of the team members, the intersection may still 
not highlight all requirements a client could have. Subsequently, if the client fails to elicit all of 
his or her tacit requirements (part A of the diagram) the end product will not reflect those needs 
and the following well-known phrase is likely to be verbalized soon after system implementation 
(Schach, 2002). 

‘I know that this is what I asked for, but it isn’t really what I wanted.’ 

If part A in Figure 6 is too large, according to some threshold and contains critical information, 
despite numerous JAD sessions, the project runs a serious risk of ultimate failure. Part A is an 
important and missing ingredient in the construction of Fred Brooks’ (1987) elusive silver bullet 
for software construction as he writes: 
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‘We still make syntax errors, to be sure; but they are fuzz compared with the conceptual 
errors in most systems.’ 

Next we introduce a methodology aimed at allowing system developers to tap more into the tacit 
knowledge held by users. 

Augmenting the Information Content of JAD 
During a JAD workshop participants attempt to gain knowledge held by other members of the 
group. The problem, however, is that members are normally unaware of what they actually know 
and, therefore, take for granted. In an attempt at further eliciting such tacit knowledge we suggest 
the following enhancement to a JAD workshop. 

Each member of the panel goes on a retreat, reflecting on the system as follows: 

If the member is a developer, he or she writes down all (as yet) unspoken assumptions 
he/she makes about the system under development. Developers normally make certain 
basic assumptions about the systems they develop, e.g. a choice of search algorithm that 
they never discuss with users who might not understand (in the opinion of the developer) 
such detail anyway. However, a linear search may influence response times adversely as 
opposed to a hashing algorithm. 

If the member is a user, he or she writes down all expert knowledge of the system which 
may be taken for granted, e.g. any quote given to a potential client is automatically ac-
companied by a better quote should the client not be happy with the initial quote. If the 
client does not complain initially, the better quote is not shown to the client. 

During a subsequent JAD workshop, the panel use the lists compiled above to augment the re-
quirements of the system. 

Since each panel member draws up these lists in solitude we call this a solitary requirements 
elicitation (SRE) exercise. We hope that the SRE exercise above could become part of a unified 
model of requirements elicitation as called for by Hickey & Davis (2002): 

‘Although many papers have been written that define elicitation, or prescribe a specific 
technique to perform during elicitation, nobody has yet defined a unified model of the elici-
tation process that emphasizes the role of knowledge.’ 

Assuming m developers and n users, the above three steps making up a SRE exercise are formal-
ized by Algorithm 1: 

Algorithm 1: Gather common domain knowledge from all stakeholders. 

Begin 
(* Gather assumptions and tacit knowledge for each individual developer and user respec-
tively. *) 
for i := 1 to m step 1 do Di := Unspoken assumptions of developer i; 
for j := 1 to n step 1 do Uj := Tacit knowledge of user j; 
(*Amalgamate domain knowledge of developers and users into 2 separate sets D and U.*) 
           m               n 
 D :=  ∪ Di ;   U :=  ∪ Uj  
         i := 1         j := 1 
 (* Gather common knowledge from SRE exercise into set C. *) 
C := D ∩ U 

End. 
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Note that the purpose of a SRE is to maximise the size of set C above, i.e. max(#C) where # 
represents the cardinality of a set. Next we address another common problem in requirements 
elicitation, namely, information is given by users but interpreted differently by developers. 

The Communication Gap Identified 
A further problem leading to incomplete or incorrect requirements emerged from the research 
recently done by a South-African company, namely, BMC Software (2004). In their study they 
found that many projects fail because a communications gap exists between business (users) and 
the IT industry (developers), resulting in a misalignment of their combined goals. Their MD 
Brian Whittaker stated the following (ITWEB, 2004):  

‘A communication gap appears to be at the heart of the problem, with SA [South Africa] be-
ing among the worst offenders.’ ‘Leadership is an issue because CEOs are not getting the 
message across to IT.’  

The BMC study was done over a wide spectrum of companies: Manufacturing, Finance, Utilities, 
Retail/Distribution, Public Sector and Professional Services. Each of these sectors followed a 
similar pattern, namely, IT projects failing due to the communication gap that exists between 
business and IT. The report reveals that ‘25% of companies report losses of between 50,000 Eu-
ros and 10 million Euros as a direct result of IT failures.’ (BMC Software, 2004). 

Figure 7 illustrates the communication gap between what users ask for and what IT specialists 
understand by the requests. 

 

Figure 7: Communication gap between IT specialists and users 

Business analysts may have some technical background, but cannot always aid in both the techni-
cal as well as the business requirements when analysing a client’s business. Developers and pro-
grammers are more technically orientated and usually develop software products according to 
specifications. The system architect’s role is that of providing a holistic view of the overall solu-
tion, looking at how the complete solution needs to be integrated to make both front end and back 
end processing possible for the client’s business. The project manager in turn will only provide a 
project plan and make sure enough resources are available to complete the task at hand (Hughes 
& Cotterell, 2006). A potential trap many project managers fall into is that, should there not be 
enough resources at any stage during the project, they add more personnel to a project, hoping 
that the project will still be completed on time. However, adding additional resources to a project 
does not always enhance the speed of delivery. Often it hampers the activities of already produc-
tive members, since these new resources need to be brought up to speed with the current status of 
the project before they can start to be productive. This learning curve that new members of the 
development team need to go through will take some time, influencing existing members nega-
tively. 
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Access to the Client’s Environment 
To overcome the communication gap of the previous section we propose that developers are not 
kept away from the client’s business environment, but interact with that environment as much as 
possible before any development commences. Many software development organizations still 
follow a hierarchical approach whereby each person in the team performs a specialist function, 
embracing a traditional software development life cycle, e.g. the Waterfall methodology (Press-
man, 2005). Our small case study above illustrated how communication gaps may occur which 
may worsen when not all developers are part of every JAD session, but are merely given a written 
specification afterwards from which to develop the system. Flaws in the handed-down specifica-
tion will not be addressed by any developer further down the chain, since they take the document 
at face value, believing it has been sufficiently validated by the business analyst, systems archi-
tect, and project manager as well as signed off by the client. 

If developers are exposed to the client’s business environment, they may gain access to tacit 
knowledge in the domain of the user. Developers will see what users do in their normal opera-
tions; they will witness day-to-day tasks that users do not attach any importance to but simply 
perform in a monotonous and automated way. Developers may then go through a learning curve 
as to how business is conducted in the domain of the client and understand why certain require-
ments have been laid down. More importantly, developers may spot possible omissions in the 
said requirements. Time consuming as this exercise may be, it has major benefits, as a more accu-
rate requirements document may result. 

Placing developers in the clients business has the effect of increasing the body of common do-
main knowledge of developers and the client, taking a further step in solving the problem articu-
lated by Hudlicka (1996): 

‘In other words, neither experts nor the intended system users are always able to state 
their knowledge and system requirements succinctly in response to direct questions.’ 

Figures 8a – 8c illustrate this cross-pollination over time. The intension is to maximise the cardi-
nality of the intersection of the sets Developer and Client where Developer is represented by D 
and Client by U in Algorithm 1 respectively, i.e. we maximise #C, where C = D ∩ U. 
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Naturally, the ideal situation is when the client and developer is the same person, namely, a de-
veloper develops a system for himself/herself. In this case the developer is familiar with most of 
the scenarios the system needs to be able to handle and can develop the system accordingly. This 
situation is equally captured by Figure 8c. 
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Modus Operandi of Developers 
How does one then aid the developer to gain a better understanding of the clients’ business envi-
ronment so as to move from Figure 8a towards Figure 8b and if possible towards Figure 8c, even 
though the developer and client might not be the same person? It is anticipated that a three-tiered 
approach could be followed in placing a developer in the business environment of the client. This 
approach embodies the components of observation, enquiry and interleaved testing as follows: 

Observation 
An important activity for a developer is to observe what happens in the environment of the user. 
To this end a useful requirements elicitation technique is that of Contextual Enquiry (CI) (Cohene 
& Easterbrook, 2005). This technique explicitly focuses on the understanding of user needs, de-
sires, and work models. Customer needs in their workplace are elicited through interviews (Beyer 
& Holtzblatt, 1998). Through CI developers are able to ‘make observations within the customer’s 
context, discuss the observations as they happen, and determine the implications for the design’ 
(Cohene & Easterbrook, 2005). Such activities would bear fruit also during the implementation 
phase of the project at which stage developers will have better insight into the product they are 
developing, what the product’s functionality should be, and the environment the product has to 
cater for. 

Enquiry 
Naturally, developers can also ask questions while being in the environment of the user, espe-
cially if they are unsure of why a certain function is being performed. This will aid the developer 
in the linking of processes on how the organization performs tasks and why actions are being per-
formed in a certain manner. Users can also be interrogated while they are performing these ac-
tions. 

Testing 
Developers can also be tested at certain predefined points during their training in the environment 
of the user; developers can also be put into practice mode, so as to perform some of the tasks us-
ers do, all aimed at familiarizing the developer with the user’s environment. In this way the do-
main of the developer ought to grow closer to that of the users, giving the effect of moving from 
Figure 8a to Figure 8c. It is anticipated that a developer will gain access to much needed tacit 
knowledge, so often held captive by a user, without the latter even being aware of it.  

Conclusions and Future Work 
In this paper we revisited the well-known problem of software failure, i.e. software that is deliv-
ered late, over budget, and which often does not satisfy the client’s need in the end. As a result 
many software projects are never finished and cancelled by the client before completion. We 
looked briefly at a number of elicitation techniques, namely, the use of JAD sessions, RAD elici-
tations and the use of UCMs in UML. All these techniques are aimed mainly at eliciting require-
ments from users. Possible problems with some of these techniques were pointed out and as a 
result we proposed an extension to JAD workshops, namely, a solitary requirements exercise 
(SRE) at strategic points during requirements gathering. In addition we suggest that a developer 
be placed in the working environment of the user to gain a better understanding of the system to 
be developed. An algorithm to model these proposed changes was given and the ultimate goal is 
to maximise the body of common knowledge between the developers and clients. 
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Placing a software developer in the environment of a user may not be without problems, since 
many developers do not feel comfortable working outside of their own domain. Furthermore, 
with this method the time and resources needed to complete a project may be higher initially, but 
dividends could pay off towards the end, since the cost of correcting mistakes later on in the pro-
ject will be reduced. The enormous cost involved in rectifying conceptual errors later on in the 
project (Fagan, 1976; Potter, Sinclair, & Till, 1996) may well justify spending quality time during 
the elicitation phase. 

Future work could proceed in a number of areas: In combining (i.e. taking the union) the informa-
tion in any two sets built up during JAD and a SRE exercise, one may find that 2 pieces of infor-
mation may either already be present in both sets and agree in semantic content, or in one of the 
sets but not the other one, or may actually contradict each other. Identifying these cases may be a 
non-trivial exercise and we anticipate that the work done by Sven Hansson (1999) in belief revi-
sion may prove useful in our approach.  

Interviews with stakeholders in industry are also on the cards. The purpose of such interviews 
would be to determine from these users what role they see developers play in their company, 
should such developers temporarily be seconded to a company. It is anticipated that a useful pro-
gram with daily, weekly and even monthly routines for these developers could be developed over 
time.  
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